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**Results**
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**NO. REPLIES**

<table>
<thead>
<tr>
<th>NUMBER CHOOSING EACH RESPONSE</th>
<th>THIS ITEM</th>
<th>AVG.</th>
</tr>
</thead>
<tbody>
<tr>
<td><img src="https://utdirect.utexas.edu/ctl/ecis/results/results.WBX?website_swi...d_unique_number=86970&amp;s_me_cis_id_class_record_id=1&amp;show_comments=Y" alt="Image of table with survey results" /></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
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For the computation of averages, values were assigned on a 5-point scale so that the most favorable response was assigned a value of 5 and the least favorable response was assigned a value of 1.

---
1. The Netflix project is kinda boring, the most challenging part of it is obtaining the cache data perhaps this is the point? However figuring out how to use a serialization library is not very difficult so even if this is somewhat the purpose of the assignment I feel that it could easily be swapped out for something more interesting. The Graph project is fairly boring as well, primarily because of the few operations needed to be supported. Perhaps require the ability to remove edges and vertices. It might be nice to require us to have to use or graph is some sort of graph algorithm. A shortest path search perhaps? The Integer and Deque assignments were both great. Perhaps swap Netflix with another data structure implementation. The only downside was that we cannot go back after clicking next. And the test was fair enough, except we were tested on minor details in the papers.

2. I can safely say I know way more about Cpp than I did going into the class. I can also say that I've become a better programmer and learned many software tools that are used in professional environments. I loved the conversational tone that classes had. I liked the examples of real STL implementations. I liked the articles and design advice for coding and testing practices. The deque project, in my opinion, was the hardest thing in the class. It seemed like we went over the trivial case of vector but then were thrown into a way harder class to implement. It was way harder than the others but made me better. I think learning the different constructors earlier would have been good. Drilling those like the iterators would've helped.

3. two thumbs up

4. Overall, the class was excellent. I enjoyed Prof. Downing's teaching style, and I learned a lot from him. There are 5 projects. Deque was the hardest one, and Integer was the second. The rest projects were pretty easy. I benefited from Deque and Integer projects, but seldom from the rest three. The only benefit from Netflix project was the usage of boost serialization. And the graph project was unexpected easy when comparing to Deque. Quiz questions were sometimes ambiguous, but they are great in total. The only downside was that we cannot go back after clicking next. And the test was fair enough, except we were tested on minor details in the papers.

5. Great class!

6. This has been my second time taking Downing and I can only say that the experience was as fantastic as the last. I could not recommend taking his courses more.

7. I really enjoyed this class. As far as tools go, Docker was definitely the most interesting to me, and I was surprised that I hadn't heard about it before. Deque was definitely the hardest project, but still doable provided you start early.

8. Professor Downing is a great teacher. His lectures are engaging and his projects are extremely useful learning experiences. This being my first upper division CS elective, I have found that the way he encourages you to examine code has made me a far better programmer and really prepared me for the remainder of my coursework. I do wish that the tests were more reliant on code, since some of the more complex multiple choice questions became confusing. I also found the final three projects to be fairly repetitive and it would be nice if one of those were based on a more interesting problem, rather than replicating STL structures. I personally found graph to be the least beneficial of the three. Overall, though, it is an excellent class.

9. While I understand the intent behind them, the results or uses of clang-check, Valgrind, doxygen, and clank-format were not meaningful or noticeable to me. I didn't really use Boost or Docker. I both appreciated and understood the uses of Google Test, Travis CI, gcov, and git GitHub. Learning about and using those particular tools was pragmatic and interesting. I will likely use them in the future well, until Travis stops being free, at least. The blog was awkward and tedious. Perhaps having the questions be "suggested topics" and removing the minimum word count could go a long way to improve the experience. Daily quizzes and HackerRank were what I loved the most, despite doing rather poorly on both. I got stuck on compiler errors.
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