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Prove or disprove the **correctness of machine code programs** with respect to their specifications.

- Reason about straight-line code automatically using a verified bit-blasting library in ACL2.
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Program comprehension and bug identification
- Is there any set of inputs for a program that can produce a desired output?
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