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PROSPEC: An Interactive Programming
Environment for Designing and
Verifying Communication
Protocols

CHING-HUA CHOW, MEMBER, IEEE, AND SIMON S. LAM, FELLOW, IEEE

Abstract—PROSPEC is a software environment for designing and
verifying communication protocols. It integrates several tools that im-
plement methods for protocol verification and construction (e.g., fair
reachability analysis, multiphase construction and protocol projec-
tion). The system provides a unified graphical interface to facilitate the
application of these methods and creates an interactive environment
for specifying, verifying and designing communication protocols.
PROSPEC was used successfully to design and verify versions of BSC,
X.21, X.25, and Teinet document transfer protocols.

Index Terms—Analysis and verification, communication protocols,
formal description techniques, formal specification, programming en-
vironment, protocol design, reachability analysis, software tools.

I. INTRODUCTION

OMMUNICATION protocols play an important role

in computer networks and distributed systems. The
increasing complexity and variety of protocols have forced
us to seek powerful methods and tools to facilitate their
design. To avoid errors and ambiguities, numerous for-
mal models and verification methods have been proposed
and applied to the verification and construction of com-
munication protocols.

Among these models, Communicating Finite State Ma-
chines (CFSM) has been shown to be very useful in the
specification [7], analysis [51, 8], [18]-1201, [22], [29],
(321, [34], [36], [371-[39], and synthesis {61, 1111, (171,
[21] of communication protocols. The procedure for mod-
eling and analyzing a communication protocol using this
model typically proceeds as follows.

e First, the protocol is defined as a network of com-
municating finite state machines: each machine in the net-
work has a finite number of states and state transitions
(called nodes and edges respectively herein). Each state
transition of a machine is accompanied by the sending of
a message into a channel or the receiving of a message
from a channel. Channels are assumed to be unidirec-
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tional (delivering messages from one machine to an-
other), error-free, and FIFO. A reliable point-to-point
communication link can be modeled as two unidirectional
FIFO channels. An unreliable point-to-point communi-
cation link or a broadcast channel can be modeled as a
communicating finite state machine which is connected to
other machines by error-free FIFO channels. The network
may have an arbitrary topology.

e Second, the network defined is analyzed to ensure
that its communication satisfies certain correctness prop-
erties such as boundedness [38], freedom from deadlocks,
and freedom from unspecified receptions [32], [311, [36],
[38].

Examples of some realistic protocols that have been
modeled and analyzed using this procedure include: the
alternating-bit protocol [3], the Binary Synchronous pro-
tocol [12], and the call establishment/clearing procedures
in X.21 [29], [36], and in X.25 [18], {30].

With the CFSM model, it is most convenient and efhi-
cient for a human designer to specify finite state machines
(FSM’s) graphically and also to verify (or ‘‘debug’’) his
protocols by looking at graphical representations of reach-
ability graphs. Ideally, when a protocol has been designed
and found to have the desired logical behavior, executable
code can be generated directly from the internal represen-
tation of the protocol’s graphical specification. With this
objective in mind, several graphical tools for protocol de-
sign and reachability analysis have been developed, such
as the one developed at IBM Research [39] and at Bell
Laboratories [1].

We were motivated to develop the programming envi-
ronment PROSPEC for interactive protocol verification
and construction by an additional objective. An inherent
weakness of the CFSM model is the difficulty to manip-
ulate FSM’s with many states and very large (possibly
infinite) reachability graphs. Even if a graph is finite, it
may be too large to display on a screen. Thus a user-
friendly graphical interface in itself is not adequate to
make life easy for protocol designers. The approach of
PROSPEC is to incorporate abstraction and modular con-
struction techniques into the tools presented to protocol
designers. In addition to reducing a protocol analysis/con-
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struction problem into several smaller problems, such ab-
straction and modular construction techniques consider-
ably enhance the effectiveness of an interactive graphical
interface. At the same time, the interactive graphical in-
terface facilitates the application of these techniques.

PROSPEC has been developed on a SUN 2/120 work-
station running UNIX®. In addition to a graphical user
interface, the attractiveness of PROSPEC lies in the user’s
ability to do protocol design and verification interactively
and with access to several helpful tools that implement
the methods of projection, multiphase protocol construc-
tion, and some others. In this respect, two features of
PROSPEC are significant. First, a standard internal rep-
resentation of data facilitates the passing of FSM’s and
reachability graphs from one tool to another. Second, each
tool of PROSPEC is associated with a window and to fur-
ther increase the interaction speed, we employ the menu
utility of SUN and group all commands provided by PRO-
SPEC into menus. The menu-selection facility relieves a
user from having to remember all the commands and re-
duces the number of key strokes he or she has to enter for
interaction with PROSPEC [13], [26], [14].

Currently, PROSPEC supports only the CFSM model
and can be used for the design and analysis of protocols
that can be specified as CFSM’s. The CFSM’s generated
by PROSPEC should be considered as a communication
skeleton. To generate executable code, these CFSM’s
need to be augmented with data specification and internal
operations. There are several other protocol design Sys-
tems developed in recent years which use different models.
Blumer and Sidhu designed a software system which uses
a Pascal-like language to specify protocols. Their system
provides software tools to perform reachability analysis,
and is capable of semiautomatic generation of executable
code from a specification [4]. SPANNER is a software
system which allows a designer to use the selection/res-
olution model to formally specify a protocol, and then to
analyze the protocol using either reachability analysis or
simulation [2]. IC* is a development environment that
uses the IC* language (similar to selection/resolution
model) to specify protocols. It analyzes protocols by sim-
ulating the specifications. A protocol prototype can be au-
tomatically generated from its IC* language specification
[16].

In Section II, we describe the protocol verification tech-
niques and the design methodology which are imple-
mented in PROSPEC. In Section III, a brief overview of
the PROSPEC system is presented. In Section IV, the
specification features of PROSPEC are discussed. In Sec-
tion V, we demonstrate the protocol analysis capabilities
of PROSPEC. Four protocols were analyzed: a version of
the IBM BSC call setup protocol, a version of the Telnet
document transfer protocol, and a version of the IBM BSC
data transfer protocol were analyzed by the interactive
reachability analysis tool; a call management protocol was
analyzed by the fair reachability analysis program. In

®UNIX is a registered trademark of AT&T Bell Laboratories.

Section VI, we illustrate how to use the tool that imple-
ments the protocol projection method. In Section VII a
modified version of the BSC protocol is used as an ex-
ample to demonstrate the tool that implements the multi-
phase protocol construction methodology. In Section VIII,
some desirable extensions of PROSPEC are outlined.
Section IX is for concluding remarks.

II. PROTOCOL VERIFICATION AND CONSTRUCTION
TECHNIQUES

In this section we give an overview of several protocol
verification techniques and a construction methodology
which are implemented in PROSPEC.

Reachability analysis is the basic technique for verify-
ing networks of CFSM’s. Starting from a given initial
state, all possible transitions are explored and the reach-
able states are generated. The transitions and the reach-
able states constitute a labeled directed graph, called the
reachability graph, which contains all information about
the logical behavior of a network and can be used to check
whether the network satisfies given safety and liveness
properties.

As the network of CFSM’s becomes complex, the num-
ber of generated states grows very rapidly. This problem
is called state space explosion and several techniques were
proposed to solve the problem. Here we only mention the
techniques that are implemented in PROSPEC.

Fair reachability analysis is an improved technique for
verifying networks of two communicating finite state ma-
chines [31]. Each new state in this analysis is generated
by letting both machines make a single transition. In the
fair reachability graph generated, each arc is labeled with
the two transitions made in the individual machines. The
fair reachability graph is an abstract representation of the
reachability graph. It contains fewer states and transitions
than the reachability graph, and is capable of detecting
deadlocks and unspecified receptions [31], [37], [20] as
well as unboundedness [38], [20]. Since the fair reach-
ability graph does not encode all possible paths can be
executed in a network, it cannot be used to check some
of the liveness properties of the network.

Protocol projection is a method presented by Lam and
Shankar [25] for constructing image protocols. An image
protocol is obtained by aggregating the process states,
messages, and events of the original protocol. An image
protocol is specified like any real protocol, and is con-
structed in such a way that invariant and liveness prop-
erties of the image protocol are also properties of the orig-
inal protocol. Thus, this method can be used to reduce the
analysis of a multifunction protocol to the analyses of sev-
eral smaller single-function protocols. An application of
this method to verify a version of the HDLC protocol is
presented in [33]. Image protocols have also been applied
to specify protocol converters and have been found to be
very useful for reasoning about the correctness of a pro-
tocol conversion [27].

Multiphase protocol construction is a method that ad-
dresses the state space explosion problem from the pro-
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tocol construction point of view [12]. The construction of
a multifunction protocol from a composition of single-
function protocols is in general a difficult problem. How-
ever, many real-life protocols can be observed to go
through different phases of behavior. In particular, these
protocols go through their phases one at a time with a
distinct function performed in each phase. For protocols
characterized by this model of multiphase behavior, the
following three-step methodology for constructing a mul-
tifunction protocol is proposed:

e Divide the protocol’s functionality into separate
functions.

e For each function, construct and verify a phase to
perform this function. A phase is a network of commu-
nicating finite state machines that satisfies certain desira-
ble general properties (including proper termination, and
freedom from deadlocks and unspecified receptions) [12].

e Connect individual phases to form the required pro-
tocol. The resulting protocol is guaranteed by the con-
struction method to be a phase and thus satisfies the same
general properties of proper termination, and freedom
from deadlocks and unspecified receptions.

Since the resulting protocols do not have to be verified
from scratch, the multiphase protocol construction meth-
odology also reduces the analysis of a complex multi-
function protocol to the analyses of several smaller pro-
tocols.

III. OverviEw OF THE PROSPEC SYSTEM

PROSPEC has a modular structure. Each important
function of the system is realized by a tool (with the ex-
ception of the fair reachability analysis program). The user
can invoke each tool independently. The hierarchy of tools
within PROSPEC is shown in Fig. 1. PROSPEC also pro-
vides a tool called pdtool to facilitate invocation of the
other tools and the fair reachability analysis program. The
current version (1.1) consists of six tools:

1) The protocol design tool (pdtool) provides an inter-
face between the user and the other tools. After starting
the Suntools window environment, pdtool is invoked by
typing ‘‘pdtool’” in any Shelltool window.

2) The protocol editing tool (petool) provides com-
mands for the user to specify the topology of a protocol
system.

3) The machine editing tool (metool) is for specifying
labeled directed graphs of which CFSM’s constitute a
special case.

4) The state exploration tool (setool) is an interactive
tool for exploring all reachable states of a protocol (given
a finite reachability graph). The reachability graph can be
generated one portion at a time under the user’s direction.
The tool highlights problem states in the graph. The se-
tool also includes all the functions of the metool so that
when errors are discovered, the user can proceed imme-
diately to modify the machines of the protocol.

5) The protocol projection tool (pptool) implements the
method of projections [25]. The user can aggregate ma-
chine states and messages according to some resolution
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Fig. 1. Structure of the PROSPEC system.

he specifies. The tool constructs the corresponding image
protocol. The image protocol events can be checked to
see if they are well-formed. If not, the resolution of the
aggregation may be reduced and a different image proto-
col constructed. The reachability graph of the image pro-
tocol can be generated within this tool.

6) The multiphase construction tool (mctool) imple-
ments the multiphase protocol construction methodology
[12]. Each protocol, together with an exit set, can be
specified and checked to see if it is a phase. The tool pro-
vides functions to connect phases together to form a larger
protocol (also a phase) and to disconnect them. The in-
ternal details of machines in the resulting protocol are
generated mechanically and the protocol is guaranteed by
the methodology to terminate properly and to be free from
deadlocks and unspecified receptions.

IV. Using PROSPEC 10 SPECIFY PROTOCOLS

In the CFSM model, the topology, the machines, and
the reachability graphs of a protocol are all labeled di-
rected graphs. Only their semantic interpretations are dif-
ferent. With this idea in mind, we built a unified graphical
interface for the user to create and manipulate labeled di-
rected graphs. The same graphical interface is used to cre-
ate and manipulate protocol topologies, machines, reach-
ability graphs, and for input of the user’s design/analysis
decisions to the system. In the following we describe the
specification features provided by PROSPEC.

Operations for Graph Manipulation: For the graphical
interface of PROSPEC to be easy to use, it has to provide
operations to manipulate the labeled directed graphs at
several levels of granularity, i.e., node and edge symbols,
subgraphs, and the graph as a whole. The set of opera-
tions also has to be complete in the sense that at each
granularity level, the user should be able to carry out the
operations of insertion, deletion, and modification. Fig.
2 shows the menu of metool and a DTE machine of the
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Fig. 2. An illustration of the machine editing tool.

X.25 call management protocol [18] created using me-
tool. The menu lists all the operations provided by me-
tool. The metool provides commands to store a subgraph
or the whole graph as a file and to retrieve them later on.

Workstation Features: PROSPEC uses the menu-se-
lection facility and mouse pointing device provided by the
SUN workstation. Except for entering names and labels,
all interactions are done using the mouse pointing device.
For example, the selection of an operation is done by first
popping up the menu and the clicking the middle button
of the mouse when the cursor is on top of the correspond-
ing menu item. The position of a new node is specified
by moving the mouse cursor to the desired position and
pressing the left mouse button. This sequence of actions
is called “‘pointing.”” The shape of a new edge is defined
by pointing first at the source node, then at the successive
intermediate points of the edge, and finally at the desti-
nation node. The adjustment of a node position is done
by first pointing at the node and then at the new position.
In all, instead, of typing a tedious sequence of text com-
mands, PROSPEC edits labeled directed graphs in a nat-
ural and efficient manner.

Size of Graph: The tools of PROSPEC use dynamic
memory allocation to request the memory needed for a
newly created component. Therefore the size of the graph
is only limited by the maximum memory space that can
be allocated to a tool by the system. In a virtual memory
system, the size of a graph can be very large.

Zooming Capability: PROSPEC provides zoom in/out
commands to allow the user to select different sizes for
displaying graphs and to focus on a specific area of a
graph.

Example 1—DTE Machine of X.21: Fig. 3 shows the
DTE machine of a version of the X.21 protocol [28] spec-
ified using the metool. Because the structures of DTE and
DCE are quite similar, the DCE machine can be created
by modifying the edge labels of the DTE machine from
sending (— sign) to receiving (+ sign), and vice versa,
and by deleting/inserting a few edges. With the help of
PROSPEC’s editing features, the specification of the X.21
protocol was quite easy. This version of the X.21 protocol
was then verified using the setool and was found to have
some unspecified reception states. It turned out that these
errors were due to some typographical errors in the mes-
sage labels of the DCE machine in [28].

V. UsiNG PROSPEC 1o ANALYZE PROTOCOLS

PROSPEC implements both the reachability analysis
and fair reachability analysis methods. The reachability
analysis function can be invoked from setool, pptool, or
mctool. The fair reachability analysis function can only
be invoked from pdtool. Since the reachability analysis
method implemented by PROSPEC has a built-in inter-
active capability, we call it interactive reachability anal-
ysis. Next we discuss the features of each analysis func-
tion and show how to use them.
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Fig. 3. The DTE machine of a version of the X.21 protocol.

A. Interactive Reachability Analysis

In PROSPEC reachability graphs are displayed graph-
ically. This feature provides the user with important vi-
sual information about the structure of a reachability
graph, which is very hard to capture if reachability graphs
are displayed in text form. For example, it is easier for a
user to check paths in a graphical display. During the ver-
ification process, it also indicates whether the state explo-
ration process is expanding or converging.

Since the tools have a built-in interactive capability, the
reachability graph can be generated and displayed portion
by portion as directed by the user. Thus, the user has con-
trol over the direction of the state exploration process. We
refer to this capability as focus exploration.

To facilitate a reachability analysis, PROSPEC high-
lights all *‘problem’” states in the reachability graph, €.g.,
deadlock states, unspecified reception states, proper ter-
mination states, and states that are yet to be explored. The
path from the initial state to a specific state can be shown
by clicking at the specific state. PROSPEC can also show
the execution of a protocol along a path by highlighting
the current executing edges or nodes of the machines at
each execution step. These functions greatly enhance the
debugging capability of PROSPEC.

In PROSPEC, both the reachability analysis function
and the machine editing function can be accessed from the
setool. Therefore, after errors have been found during a

reachability analysis, the machines can be modified very
quickly and then analyzed again.

Example 2—A Version of the IBM BSC Call Setup Pro-
tocol: Fig. 4 shows a version of the IBM BSC call setup
protocol [12] created by PROSPEC. The primary ma-
chine is at the upper left corner of the window. The sec-
ondary machine is at the upper right corner of the win-
dow. By selecting the ‘RG from the initial state’” menu
item the user can generate the reachability graph of this
protocol which is then moved to the lower portion of the
window by using the ‘‘move RG’’ menu item. (Fig. 5
explains the details of the state symbol.) In Fig. 4, the
character string ‘‘P1°” in arc labels identifies the transi-
tions made by the primary machine, while the ° ‘P2”’ string
identifies those made by the secondary machine. Because
of the limited space allocated for displaying a state, ab-
breviation characters are used to represent message names.
A name resolution algorithm is implemented to give each
message a unique abbreviation character. The message ta-
ble is displayed at the upper right corner of the window.
In Fig. 4 two proper terminating states, states 18 and 21,
are highlighted.

Example 3—A Version of the Telnet Document Transfer
Protocol: Fig. 6 shows the analysis result of a version of
the Telnet document transfer protocol [10]. The sender
and receiver machines are shown at the upper left corner
and the reachability graph is shown to their right. 43
reachable states are generated. There are no deadlock
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Fig. 5. Details of the state symbol.

states or unspecified reception states. The highlighted
state, state 11, shows that the input channel of the re-
ceiver needs to have a buffer which can accommodate five
messages. The reachability graph also indicates that the
other channel needs to have a buffer which can store two
messages. )

Example 4—A Version of the IBM BSC Data Transfer
Protocol: Fig. 7 shows a path which leads to a deadlock
state in a version of the IBM BSC data transfer protocol
[12]. The machines are displayed with the nodes corre-
sponding to the highlighted global state highlighted. The
user can click a state (or arc) along the deadlock path, and

the state exploration tool.

the highlighted nodes (or edges) in the machines and
channels provide an animation effect which helps the user
gain insight on what is wrong with the protocol imple-
mentation.

B. Fair Reachability Analysis

In fair reachability analysis, by letting both machines
progress with the same speed, the size of a fair reach-
ability graph is smaller than that of the corresponding
reachability graph. In some cases, a fair reachability graph
has a finite number of states while the corresponding
reachability graph has infinitely many states.

In the current version of PROSPEC, the fair reachabil-
ity analysis program is invoked from pdtool, and the gen-
erated fair reachability graphs are displayed in text form.
Since the displaying window is in vi editing mode, the
user can use vi editing commands to scan the text and
search for any problem states.

Example 5—A Call Management Protocol: Fig. 8
shows a call management protocol and its fair reachability
graph generated by the fair reachability analysis program.
There are only six reachable states in the fair reachability
graph. Note that the number of states in the reachability
graph is infinite, since with asynchronous operation, ma-
chine P1 at node 4 can keep on sending messages to ma-
chine P2.

The analysis shows that there is an unspecified recep-
tion state. In state 1, machine P2 is in node 3, a receiving
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node, and cannot receive message ‘‘RQST’’. That error
results from the misplacement and mislabeling of an edge
in machine P2. The edge from node 2 to node 1 labeled
*“—RQST”’ should be deleted, while an edge labeled
““+RQST’’ should be added from node 3 to node 1.

Here we take advantage of the multiwindow feature of
the SUN system: displaying the graphical representation
of the protocol using setool in one window while display-
ing the fair reachability analysis results in the other win-
dow. Similarly, we can use this feature to compare dif-
ferent protocols.

VI. ProTOCOL PROJECTION

In PROSPEC, protocol projection functions are in-
voked from pptool. The analysis of a protocol via proto-
col projections follows these steps:

1) Based upon the desired safety and liveness proper-
ties to be checked, the user specifies a partitioning of the
state space of each machine and asks PROSPEC to con-
struct an image protocol.

2) The user asks PROSPEC to check well-formedness
of the image protocol events (well-formedness is needed
for liveness properties only). If there is a machine with
events that are not well-formed, the user will specify a
new partitioning of the state space of the machine (with a
higher resolution [25]) and ask PROSPEC to construct a
new image protocol.

3) The user asks PROSPEC to generate the image pro-
tocol’s reachability graph and the user checks to see if the

image protocol satisfies the desired safety and liveness
properties. Both safety and liveness assertions, however,
are restricted to formulas containing references to image
machine states, image messages, and image events; each
reference to x’ in such an assertion is interpreted for the
original protocol as some x whose image is x', where x
denotes a machine state, a message, or an event. (The
reader is referred to [25], [27] for a more detailed expla-
nation.) Because the reachability graph of the image pro-
tocol is smaller than that of the original protocol, the time
needed to analyze the image protocol is less. However,
the image protocol might not have been specified with ad-
€quate resolution for verifying the desired safety and live-
ness properties, in which case the user will have to try a
different image protocol.

Example 6—A Protocol Projection Example: Here we
use the protocol example in [25] to illustrate the use of
pptool. In Fig. 9, the upper part of the window displays
a protocol and its state space partition which has been
specified by the user. Each partition is represented by a
dashed-box. The image protocol is shown in the lower
portion of the screen together with image message tables.
The well-formedness of the image protocol events is
checked by selecting the ‘‘check well-formedness’’ menu
item. It turned out that this image protocol is well-formed.
To verify the image protocol, the *Exit to Explore State’’
menu item is selected to generate the reachability graph.
Fig. 10 shows the reachability graph of the image proto-
col. There is a deadlock state, state 4, and it is high-
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lighted. A deadlock state in the image protocol implies
that the original protocol can reach the set of states that
have state 4 as their image. And once inside this set of
states, there is no enabled event to take the protocol out
of it.

Note that while the reachability graph of the image pro-
tocol has only seven states, that of the original protocol
has an infinite number of states. The sending loop be-
tween node 3 and node 4 of Machine M1 can send out an
infinite number of messages. The edges labeled with “‘I”’
represent internal transitions.

VII. MuLTIPHASE PrROTOCOL CONSTRUCTION
METHODOLOGY

The multiphase protocol construction methodology is
implemented by mctool. Here we use a version of the IBM
BSC data link protocol [12] as an example to illustrate the
use of mctool. In the BSC protocol, there are three basic
phases: call setup phase, data transfer phase, and call clear
phase. An execution of the protocol will go through these
three phases sequentially. In the call setup phase, when
both machines want to send data, the primary machine
will have the higher priority to send. In the following ex-
ercise, we construct a modified version of the BSC pro-
tocol where scheduling between the two machines is fair.
We achieve this goal by alternating the priority of the ma-
chines.

Example 7—A Modified Version of the BSC Proto-

col: To construct the modified BSC protocol, the three
basic phases together with their exit nodes are first spec-
ified and verified. Then the primary machine of the mod-
ified BSC protocol is constructed by connecting copies of
basic phases together. Fig. 11 shows the main menu of
mctool and the primary machine of the modified BSC pro-
tocol constructed.

Only the initial node and the final nodes of the primary
machine in each copy of a phase are displayed. The user
can select the ‘‘phase detail’” menu item to examine the
details of a phase. Note that the methodology allows us
to neglect the internal structures of phases and to concen-
trate on the interconnection of phases.

Having constructed the multiphase protocol, the user
can select the *‘multiphase detail’’ menu item to generate
the details of the machines. Fig. 12 shows the internal
structure of the primary machine of the modified BSC pro-
tocol.

VIII. ExTteENsioNs To PROSPEC

To make PROSPEC even more useful, several exten-
sions are desirable:

1) Integrate other verification techniques.
There are other verification techniques that can fur-
ther enhance the capabilities of PROSPEC. For ex-
ample, the closed cover technique [22] and the
model checker [15] are two possible candidates.
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2) Implement tools that generate executable code.
The protocol generated by PROSPEC can be con-
sidered a communication skeleton. Each protocol
machine can be further augmented with data struc-
tures and internal operations. The resulting repre-
sentation can then be used to mechanically generate
executable code.

3) Implement tools for protocol simulation.

After a protocol is constructed and verified by PRO-
SPEC, it is desirable to have a tool for specifying
the network environment in which the protocol is to
be executed, and for carrying out a simulation of the
performance of the protocol.

The tools of PROSPEC have been modified to do other
jobs. The petool has been modified and used as a graph-
ical interface to specify the network topology for an in-
teractive network design tool [23]. Currently, Chow is
modifying PROSPEC to design and analyze finite state
tables that are used to implement services of an experi-
mental telephone network.

I1X. CONCLUSIONS

We have shown how to use PROSPEC to specify and
verify communication protocols. Seven protocol exam-
ples were presented here to illustrate the features of PRO-
SPEC. The DTE machines of X.25 and X.21 protocols
were specified using metool to demonstrate the specifi-

cation capability. A version of the IBM BSC call setup
protocol, a version of the Telnet document transfer pro-
tocol, and a version of the IBM BSC data transfer protocol
were analyzed using setool to demonstrate interactive
reachability analysis and the graphical interface. A call
management protocol was used to illustrate the use of the
fair reachability analysis program. A protocol adapted
from [25] was used to demonstrate pptool which imple-
ments the protocol projection method. A modified version
of the IBM BSC protocol was constructed using mctool
which implements the multiphase protocol construction
methodology.

We found PROSPEC to be useful for specifying and
verifying a variety of communication protocols. The
unified graphical interface and interactive capability of
PROSPEC make it easy to use. They also speed up the
protocol design process. The availability of tools that im-
plement abstraction and modular construction techniques,
in addition to tools that implement interactive reachability
analysis, further increases the effectiveness of the graph-
ical user interface of PROSPEC.
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