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In the early 1980s, Boyer and Moore decided to re-build
their Ngthm theorem prover [1] for a first-order, functional
subset of a standardized, industrial programming language:
Common Lisp [8]. The resulting system, ACL2, was an
attempt to piggy-back theorem proving on the expected
success of Lisp and functional programming. Although
Common Lisp didn’t succeed, ACL2 became the most widely
used theorem prover in industry. Over the past 20 years,
numerous hardware and software companies turned to ACL2
to verify critical pieces of their products [5]; by 2006, their
contributions to the ACL2 regression test suite exceeded one
million lines of code. The ACL2 team received the 2005
ACM Systems Award for their achievement.®

During those 20 years, programming language theory
and practice also evolved. In particular, programming
language designers have designed, implemented, and ex-
perimented with numerous module systems for managing
large functional programs [4]. One major goal of these
design efforts has been to help programmers reason locally
about their code. That is, a module should express its
expectations about imports, and all verification efforts for
definitions in a module should be conducted with respect
to these expectations. Common Lisp and thus ACL2,
however, lack a proper module system. Instead, ACL2
programmers use Common Lisp’s package system and ad hoc
tools for proof encapsulation and instantiation, plus usage
patterns that mimic modular programming. Naturally, the
manual maintenance of abstraction boundaries is difficult
and error prone. Worse, it forces the programmer to
choose between local reasoning and end-to-end execution, as
functions defined in an encapsulated proof cannot be run.

Since manual programming patterns are laborious and
error-prone, we have developed Modular ACL2, an extension
of ACL2 with a module system. This new language is imple-
mented on top of Dracula [2], our dialect of ACL2 [9]. The
module system takes its inspiration from the PLT Scheme
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unit system [3, 7]; it separates modules from interfaces
and introduces an external linking language to combine
client modules with provider modules. Our language of
interfaces allows hiding some functions for abstraction,
exposing others to express new forms of inductive reasoning,
and constraints to describe functions shared across multiple
interfaces. Naturally we impose enough restrictions to
ensure the soundness of ACL2, which assumes a first-order,
terminating programming language. In the vein of previous
extensions to the theorem prover [6], we supply a formal
proof of correctness for Modular ACL2.

Our research includes a number of benchmarks, i.e.,
attempts to turn monolithic programs into modular systems
and to measure the effect on theorem-proving time. With
our module system, the theorem prover performs remarkably
well; introducing modules reduces the amount of time spent
by the theorem prover searching for a proof, sometimes by
several orders of magnitude.
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