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Abstract— Many existing mobile service robots, including the
robots in Robocup@Home, perform their designated tasks only
when the robots are stationary. The efficiency of these robots
can be improved if they can perform some tasks while moving.
In this paper, we propose the concept of mobile workstations,
which combine mobile platforms with production machinery
to increase efficiency by overlapping production time and
delivery time. We present a model of mobile workstations
and their jobs and describe the task planning algorithm for a
team of mobile workstations. The temporal planning problem
for mobile workstations combines both features of job shop
scheduling problems (JSP) and traveling salesman problem
(TSP), but there is little work in the literature that tackles both
JSP and TSP simultaneously. Our first algorithm is a complete
search algorithm which returns an optimal temporal plan with
minimum makespan, and our second algorithm conducts a local
search in the space of task graphs so as to quickly return
suboptimal temporal plans. According to our experiments,
when the number of jobs is small, our second algorithm can
generate near-optimal temporal plans, and when the number
of jobs is large, our algorithm can generate much shorter plans
than SGPlan 5 and a version of job shop scheduling algorithms.

I. INTRODUCTION

Mobility is essential in many tasks that service robots
are designed to perform. Attaching a robot to a mobile
platform is currently the most prevalent way to endow
robots with mobility. Some mobile platforms allow users to
attach any equipment to them easily. For example, a mobile
platform called Patin by Flower Robotics' allows users to
install household appliances such lamps and air cleaners on
it. However, few research have considered attaching more
sophisticated devices that can perform some production tasks
while the mobile platform is moving. For examples, robots
in Robocup@Home can get some tasks done only when the
robots stop at locations with necessary appliances. Likewise,
robots in Robocup@Work robots can only operate machines
at stationary workstations. In this paper, we consider attach-
ing production machinery to a mobile platform and study the
implication in the scheduling of tasks for service robots. We
call these robots mobile workstations, which can produce
or process goods while delivering the goods. We argue
that this mode of operation offers a new way to save time
substantially. For example, consider the scenario in Fig. 1 in
which you want to get a cup of coffee. If the coffee machine
is located far from your office, you can save time by ordering
the coffee machine to make a cup of coffee and then ask a
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Fig. 2: A mobile microwave
robot.

Fig. 3: A mobile
printer robot.

robot to deliver it to you. However, you can save even more
time if the robot equips with a coffee maker that can do two
jobs simultaneously: brewing a cup of coffee and delivering it
to your office. By overlapping production time and delivery
time, mobile workstations can substantially save time and
serve a larger number of customers.

Mobile workstations generalize the concept of mobile
coffee making robots to any mobile robots with production
machinery. For example, Fig. 2 and Fig. 3 show our hardware
implementation of two different mobile workstations, one for
microwave cooking and the other for printing. Our model
of mobile workstations and our task planning algorithms
are general enough to encompass all these machines. The
success of these mobile workstations depends on careful
timings of its production and its movement such that the
production time and movement time are overlapped as much
as possible. We consider the temporal planning problem of
multiple mobile workstations: given N mobile workstations
and M jobs, how can we assign the jobs and schedule the
actions for the workstations such that the entire group of
workstations can finish the jobs in the least amount of time?
The minimization of the makespan makes sense especially
when there are several mobile workstations that can work in
parallel. Whenever a job is added to or removed from the
job queue, our system will rerun the planning algorithm for
replanning such that the optimality can be maintained.

Our planning problem is a NP-hard problem since it
subsumes two difficult NP-hard problems: the job shop



scheduling problem (JSP) and the traveling salesman prob-
lem (TSP). The JSP and the TSP are famous problems
and a large body of work for solving each of them has
been accumulated. However, there are not many works in
the existing planning and scheduling literature that focus
exclusively on solving both JSP and TSP simultaneously
within one framework. Therefore, we tackle this problem
by devising a new algorithm which searches in the space
of task graphs whose nodes corresponding to the production
and movement actions. After finding the optimal task graph
with the shortest critical path, our algorithm converts the task
graph into a temporal plan. However, like many temporal
planning problems, a complete algorithm for generating an
optimal plan will run in exponential time (unless P = NP) and
cannot practically solve any problems with a dozen of jobs.
Hence, our second algorithm conducts a local search in the
space of task graphs so as to quickly generate a suboptimal
temporal plan for a large number of jobs. We conducted
experiments to compare our algorithms with SGPlan 5, one
of the best domain-independent temporal planners [1], [2]
that uses Planning Domain Definition Language (PDDL) [3],
which is expressive enough to define our problem. There is
no domain dependent planner to solve our problem, but we
also compared our algorithms with the JSP solver in Google
Optimization Tools? using a set of test problems that the JSP
solver can solve. Our experimental results show that our local
search algorithm outperforms both SGPlan 5 and Google’s
JSP solver. More importantly, our algorithm can generate
temporal plans whose makespans are not much worse than
the optimal solutions when the problem size is small.

This paper is organized as follows. After presenting the
related work, we describe our model of mobile workstations
and their jobs. Then we define the multiagent planning
problem and present an algorithm to solve the problem.
After that we present our experimental results comparing
our algorithm with the best temporal planner in the literature.
Finally, we present the summary and the future work.

II. RELATED WORK

Our idea is partially inspired by the recent advances in
warehouse robots, notably the automated guided vehicles
(AGVs) developed by Amazon Robotics (formerly Kiva
Systems), that have revolutionized the operations of large dis-
tribution centers of online retailers. These warehouse robots
lift storage pods in warehouses and move them to human
workers for packing [4]. We think that further time saving
can be attained if packing can start early when a pod begins
to move. While this idea may not be realistic in warehouse
settings due to various physical constraints, we explore the
idea in other settings such as service robots. Scheduling
algorithms are crucial in Kiva systems, which draws a grid
in a warehouse and uses A* search to generate paths in
the 2D grid while minimizing the travel time. In [5], Kiva
systems reported the algorithms used for resource allocations
and solving the corresponding global optimization problem.

2https://developers.google.com/optimization/
scheduling/job_shop

In recent years there were several competitions on
robotics in manufacturing settings. One noticeable event is
Robocup@Work, which targets the use of robots in work-
related scenarios [6]. In Robocup@Work, mobile manipula-
tors deal with tasks ranging from manufacturing, automation,
and parts handling up to general logistics (e.g., [7]). A
more recent competition is the RoboCup Logistics League,
which also focuses on in-factory logistics applications, with
a stronger emphasis on planning. In this competition, robots
fetch raw materials from input storages, transport them be-
tween stationary machines, operate the machines, and deliver
the final products. The IEEE Virtual Manufacturing Automa-
tion Challenge (VMAC) is a competition about controlling
multiple AGVs to transport various goods between several
input and output locations in the warehouse environment [8].
Our concept of mobile workstations is partially inspired by
the fact that machines in these competitions cannot move.

Subsumed within our task planning problem is the pickup
and delivery problem (PDP), which has been studied in
various settings [9]. As a subclass of vehicle routing prob-
lems, objects or people have to be picked up and delivered
quickly [10]. Like the traveling salesman problems (TSPs),
these problems are NP-hard, and there is no efficient algo-
rithm to solve them optimally. There are heuristic solutions
such as the one-to-one method [11] and Load LIFO [12]. [13]
studied a generalized version of PDPs that includes various
characteristics found in many practical PDPs. Clearly, our
problem is even more complicated than General PDPs be-
cause we are solving two difficult problems—PDP and task
planning—at once. The taxi dispatch problem is similar to
PDPs, except that there are time limits about how long a
customer can wait for a taxi [14], [15]. However, our work
does not consider the deadlines for the task completion.

Our planning problem is related to the job shop scheduling
problem (JSP), which is a famous optimization problem that
concerns with the assignment of jobs to machines while
minimizing the makespan. There are many efficient solvers
for JSP (e.g., [16], [17]). The difference between JSP and
our problem is that the mobility of machines, if any, is
ignored in JSP. Although Beck, Prosser, and Selensky [18]
proposed a way to formulate a vehicle routing problem
(VRP) as a JSP, and vice versa, they did not attempt to
combine both VRP and JSP into a single problem as we
did. Another difference is that each job in JSP consists of
the number of operations, which have to be processed in
total order and each operation must be carried by specific
machines [19]. In our problem, each subtask of a job can
be assigned to different mobile workstations in a partial
order. When compared with simultaneous task and motion
planning (STAMP), our work focuses on task planning and
path planning rather than motion planning.

III. MOBILE WORKSTATIONS AND THEIR JOBS

We define the task planning model of mobile workstations
as a directed tree that consists of Nj, input nodes, Nprocess
process node, and N, output node, where Nin > 0, Nprocess >
0, and Nyt > 0. The input nodes represent the raw material
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gathering devices such as robot arms, the process nodes
represent the production machinery such as coffee makers
and printers, and the output nodes represent the hardware for
product delivery. As an example, a model of mobile coffee
making robots is shown in Fig. 4. The incoming edges of
the process node represent prerequisites for the production.
It is possible to extend the model in Fig. 4 to have two or
more process nodes as well as two or more output nodes,
which means that the mobile coffee making robot is capable
of producing two or more different products at the same time.
To simplify our discussion, we focus on mobile workstations
that have one process node and one output node only.
Clearly, different models of mobile workstations accept
different types of jobs. The jobs for mobile printer robots
are different from the jobs for mobile coffee making robots.
Fortunately, all scheduling algorithms need to know is 1) the
dependency of the subtasks in a job and 2) the timing of each
subtask. Thus we can ignore the difference between different
types of jobs and define a general model of jobs for mobile
workstations. No matter what types of mobile workstations
you are talking about, a job for a mobile workstation will first
be translated into a graph similar to those in Fig. 5, which
are jobs for the model of mobile coffee making robots in
Fig. 4. In this paper, we call such graph a job. A job is a
graph that is the same as the model of the corresponding
mobile workstations, except that each node are augmented
with information such as 1) where to fetch the raw materials,
2) where to deliver the product, and 3) the maximum duration
of each task in the model. For instance, each job in Fig. 5 is
just like the model in Fig. 4, except that 1) each node contains
a number which is the maximum duration of the action; and
2) the input and output nodes contain the locations where the
actions should take place. In Job 1 in Fig. 5, the robot needs
to spend at most 30s at Room 6 to grab some coffee bean, 40s
at Room 7 to grab some sugar, and 20s at Room 15 to grab
some milk. Note that our model allows the raw materials to
be located at different locations, though it does not need to be

the case in the real world. After that, the robot has to spend
at most 250s to make a cup of latte. Then it has to spend at
most 30s at Room 0 to deliver the latte. As you can see, the
maximum duration of the same nodes in different jobs can
be different. For example, Job 3 may have requested a large
cup of latte, hence the robot needs to spend more time to
brew coffee. We assume a workstation cannot move when it
is fetching or delivering an object.

IV. THE TEMPORAL PLANNING PROBLEM

A server is dedicated to handle all job requests. Upon
receiving a job, the server will store the job in a job queue.
When the job queue is updated due to the addition or removal
of jobs, a planning algorithm will be used to update the
current temporal plans for all mobile workstations. Suppose
there are N mobile workstations and M jobs in the job queue.
The planning algorithm generates a temporal plan 7, which
consists of four kinds of durative actions:

e Fetch(o,l;d)—get an object o at a location [;
e Process(0,01,02,...,0,;d)—make an object o from the
objects 01, 02, ..., Op;
e Deliver(o,l;d)—deliver an object o at a location /; and
e Move(/;d)—move to location .
In all of these actions, d is the maximum duration, which is
the longest time a robot takes to perform the action.

A temporal plan 7 is a schedule of these actions. Formally,
7 is a list of pairs, each of them is (¢,a) where ¢ is the
beginning time for the execution of the action a. Figure 6
shows a plan for the three jobs in Figure 5. Some parameters
of the actions in this plan are omitted since they can be
inferred from Figure 5. The makespan of this plan is 610s.
This temporal plan is optimal, in the sense that there is no
other temporal plan whose makespan is less than 610s.

V. PLANNING ALGORITHMS

Given N workstations and M jobs, we compute a temporal
plan that minimizes the makespan. A forward exhaustive
search algorithm is not efficient enough to find a plan even
for a small number of jobs. Hence, we devise a new graph
search algorithm based on a task graph G = (V,E), in which
each vertex in V represents a task and each edge in E
represents the temporal ordering of two tasks. An edge
(vi,v2) € E means the task at v; must finish before the
task at vo. When there is no edge between two vertices, the
tasks can be handled in parallel because there is no other
indirect dependency between them. Figure 7 shows the task
graph for the three jobs in Figure 5, whose output nodes
are connected to a new vertex represented as the diamond
shape. A supertree is a subtree denoted by the black arrows in
Figure 7. A task graph can be constructed from a supertree by
adding (1) exclusive-task edges and (2) movement vertices
and movement edges. There are many ways to add these
edges and vertices (see below), thus many different task
graphs can be derived from a supertree. The critical path of a
task graph is the longest path from the root to a vertex, where
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Fig. 7: A task graph for the jobs in Figure 5

the length of a path is the sum of the maximum duration of
all vertices on the path. Then we employ the critical path
method (CPM) for scheduling a set of project activities [20]:
among all possible task graphs generated from a supertree,
find one that has the shortest critical path. Our innovation is
on how to quickly enumerate all possible task graphs.

Exclusive-Task Edges: Consider a supertree 7 formed by
joining a set of M jobs: Ji,Ja,...,Jy. We uniquely label the
vertex for a node i in a job J; by (i, ). First, we partition
the set of jobs into N partitions: p0 ={J1,J2,...,In}, such
that all jobs in J; will be assigned to the workstation k. In
each partition J;, we add a set of edges to T to represent the
constraints that a process node of the workstation k cannot
perform two different jobs simultaneously. These mutually
exclusive constraints can be encoded by a set of directed
edges connecting the vertices (i, j) for every process node i
and for every J; € J; . For each process node i, let p(ll.’k) =
(J1:J2,---Jj,|) be a permutation of the indices of the jobs in
Ji. Then we add an exclusive-task edge connecting (i, j,) to
(i, jx+1), for 1 <x < |Ji|. For example, in Figure 7, the blue
line is an exclusive-task edge ((3,2),(3,1)) that enforces the
ordering that the vertex (3,1) must be performed after (3,2).

Movement Vertices and Movement Edges: We add a set
of movement vertices and movement edges to T to represent
the path of the workstation k. In T, all vertices for the input
nodes and the output nodes in partition J; are associated with

the locations the workstation k should visit. Moreover, the
workstation must stay at these locations for a given duration
to fetch or deliver an object. Let {vi,vs,...,v,} be the set
of all vertices of the input nodes and output nodes of the
jobs in J, I, be the location of vy, for 1 <x <r, and [y be
the initial location of the workstation k. Given a permutation
p,f = (s1,52,...,5,) of the first r positive integers, we add a

new vertex v?}O"f ) between v;; and vy, ,, for 1 <s <r, and
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Our complete search algorithm computes the shortest
critical path by enumerating all possible tuples of form
(Poa{(P(l,',@,p,g)}lgng), which describes the set of all new
vertices and edges in 7. For each tuple, we use a depth-first
search to compute the length of the critical path. Then we
identify the tuple that gives the shortest critical path. Notice
that p,? must be a fopological ordering in order to maintain
the temporal dependencies between the input or output
nodes. The running time of this enumeration algorithm is
OMN x M! x r! x (V| + |E|)), where N is the number of
workstations, M is the number of jobs and r = |V|p| is the

total number of input and output nodes in the supertree.

While this complete search algorithm guarantees to return
an optimal solution, this is not a practical algorithm due
to its exponential running time. In fact, like TSPs, our
problem is NP-hard, meaning that any complete algorithm
has little hope to return an optimal solution for any large
problems in a reasonable time. Therefore, we devise a
local search algorithm that can quickly solve large prob-
lems suboptimally. The pseudo-code of the algorithm is
shown in Algorithm 1. Instead of exhaustively enumerating
all possible job partitions, exclusive-task edges, movement
vertices, and movement edges, the local search randomly
selects a tuple (po,{(p(li‘k),plg)}lngN) and modifies it by
randomly swapping the vertices in the permutations, with
the hope that the solution can be improved (Lines 14 and



Algorithm 1 The local-search algorithm

1: procedure LOCALSEARCH(J,J2,...,Jim)

2 Construct a supertree T from Jy,J2,...,Jm.

3 Let Dpin be a very large number and let S, be {}
4 Repeat the following Nyestart times

5: Randomly generate a permutation p° of the jobs.
6 Repeat the following Nrepeat times

7 Randomly generate permutations p<ll.,k) and plg
8

8:= (P {(p(i 4y PE) h1<ken)

9: Add exclusive-task edges to T according to p(ll.,k)
10: Add movement vertices and edges to 7" w.r.t. plf‘
11: Compute length D of critical path in T
12: If D < Dpyin then Dy := D; Spin := S
13: Remove the exclusive-task edges and the

movement vertices/edges from T

14: Randomly modify p; by swapping without

violating the topological order.

15: Randomly modify p(]i‘k) by swapping.

16: Add vertices and edges to T according to Spin.

17: return the temporal plan 7 extracted from 7.

15). These random swapping is similar to the min-conflict
heuristics for local search that are used to solve the famous
N-Queens problem [21]. Multiple sampling aims to improve
the solution by repeating the inner 100p Nyepeqr times with
different swapping actions, whereas random restart reruns
the local search from N,y different initial solutions. Smin
stores the current best solution. In our experiments, both
Nrestarr and Nyepegs are less than 5. The running time of
the algorithm is O(|V|+ |E|), thus it can run very fast and
can handle problems with many jobs. The algorithm can
be transformed into an anytime algorithm by returning a
temporal plan according to Sn, at any time.

VI. EXPERIMENTAL EVALUATION

We built two robots which work as mobile workstations,
as shown in Fig. 2 and Fig. 3. We also implemented a
web-based user interface for job submission as well as the
monitoring of the mobile workstations. These robots work as
intended in one of the floors of the building in our university.
The implementation also deals with some practical issues
such as replanning after a human user rescues a robot that
gets stuck at a location. For more details, please take a look
at the supplementary video.

The evaluation of our algorithms is mainly based on sim-
ulation since this allows us to test multiple robots working
simultaneously in a much larger area. We compared our
algorithms with SGPlan 5, one of the best temporal plan-
ners [1], [2]. In addition, we compared our algorithms with
(1) a forward search algorithm that builds a temporal plan by
exhaustively assigning tasks to the nodes in increasing time,
and (2) a complete graph search algorithm that enumerates
all possible task graphs as described in Section V. Due to the
page limit we do not give a full account of these algorithms.

We wrote a simulator in Java and ran the experiments on
a Linux cluster with 20 nodes and 120 cores equipped with
Intel Core 17 CPUs running at 4GHz. We randomly generated
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six different maps which model after the floor plans that are
common in office and hotel environments. The time to move
between two adjacent locations in a map is proportional to
the distance between the locations plus a Gaussian error term
which represents the variance of timing on different edges.
We assume the robots are small enough such that they will
not collide with each other and get stuck on the same road.

First of all, we conducted an experiment with one mobile
workstation that includes up to 40 randomly generated nodes
(including input, process, and output nodes). We randomly
generated 120 problems with various numbers of jobs. The
duration of a node is an integer randomly selected between
1s and 100s. We grouped the problem instance according to
the total number of nodes, and measured the running time
and the plan length of the solution of the algorithms. The
result is shown in Fig. 8 and Fig. 9. The error bars in these
figures are the 95% confidence intervals. Each data point in
the figures is an average of 120 values.

We set a time bound of 30 minutes such that if an
algorithm cannot return a solution within the time bound,
we declare that it fails to solve the problem instance. As
shown in Fig. 8 and Fig. 9, the forward search algorithm
and the graph search algorithm cannot solve any problem
when the number of nodes is larger than 18, while the local
search algorithm and SGPlan 5 can solve all problems within
a few seconds. However, the quality of plans generated by
our local search algorithm is much better than that of SGPlan
(see Fig. 9). When the number of nodes is less than or equal
to 14, the local search algorithm can generate plans whose
length are almost the same the optimal plans generated by
the forward search algorithm and the graph search algorithm.
While we cannot tell how close the plans of the local search
algorithm to the optimal plans when the number of nodes is
larger than 14, we deduce the plans are nearly optimal, as
considering the plan length grows slowly until the number
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of nodes is 40 (see Fig. 9). But we do not know whether the
solutions will be close to optimal for much larger problems.

Finally, we conducted an experiment to compare our ap-
proach with a job shop scheduling algorithm. However, there
is no existing JSP solver that can handle movement actions
like our algorithms do. For fair comparisons, we created a
set of test problems in which all movement actions have
the same duration if they move to the same location. This
allows us to add the duration of movement to the duration
of each task in a job such that a JSP solver can take the cost
of movement into account without any additional effort. In
addition, when two adjacent actions in a plan generated by
a JSP solver occur the same location, we adjust the plan to
remove the duplicated movement time. The settings of this
experiment was the same as the one for SGPlan 5, except that
we used the JSP solver in Google Optimization Tools instead.
The results are shown in Fig. 10 and Fig. 11. When compared
with Fig. 8 and Fig. 9, the JSP solver performed better than
SGPlan 5 because the JSP solver does not need to solve the
TSP problem embedded in our problem while SGPlan 5 did.
However, the JSP solver did not perform as good as our local
search algorithm in terms of both the running time and the
plan length.

VII. SUMMARY AND FUTURE WORK

A mobile workstation combines a mobile platform with
production machinery to increase efficiency by overlapping
production time and delivery time. In this paper, we pre-
sented a complete, optimal, temporal planning algorithm for
mobile workstations, and described a practical but subop-
timal local-search algorithm that allows a small number of
mobile workstations to handle a lot of jobs. Our experiments
show that our local search algorithm outperforms Google’s
JSP solver as well as one of the best temporal planners called
SGPIlan 5 in terms of running time and solution quality.
Currently, the algorithm plans for the maximum durations

of actions and movements only in order to account for
the variance of timing in low-level motion control. In the
future, we intend to extend our algorithm to consider motion
planning in order to optimize the path further by taking the
precise timing of low-level control into account.
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