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Background
• In optimizing compilers sometimes output ≠ input
• Approaches:
  • Verified optimizers
  • Verify each (input, output)
• Our approach: witness LLVM optimizations

Witness
• Constant propagation
  L1: \( X := 3; \)
  L2: \( Y := 5; \)
  L3: \( Z := X+4; \)
  L4: \( \)

Witness: simulation relation between source and target at each location that describes how source and target variables map

\[ \text{Eg. at } (L4): \ x = X \land y = Y \land z = Z \land X = 3 \land Y = 5 \land Z = 7 \]
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