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transition table which contains lists of all predecessors

and successors of each statement in the routine.

Table Generator

The table generator is called into action by the
parser whenever a new item of information is to be stored.
The information is organized in a set of tables (described
in [5]). Depending on the class of information to be stored
(variable occurrence, COMMON block declaration, subroutine
call, label reference, etc.), the table generator decides
where and how the item should be stored and alters the tables
accordingly.

For example, in the statement

A = B(I)
the table generator would be called three times. First the
parser would recognize that variable A was being used as
"output" to an assignment statement (appears on the left
side of an"="). The table generator would first check to
see if A had been stored in the symbol table. If it had
not, the table generator would store it there along with
information about its class (variable) and type (floating
point). An entry would then be made in the usage table
showing that A had been used as output to an assignment
statement. Next the parser would call the table generator
telling it that B was being used as a function (a guess by

the parser). The table generator would then check to see
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if B had been stored in the symbol table. If it had not,
it would make an entry for it and assume it was a function
call. If B had already been stored in the symbol table,
it would check to see if it had been declared an array.
If so it would send this information back to the parser.
As for variable A, an entry would be made in the usage table
for the occurrence of B, this time as "input" to an assignment
statement. The parser would then call the table generator
telling it that I was being used as either a parameter or
subscript (depending on whether B was a function or an array) .
The table generator would again make sure that I had been
stored in the symbol table and would create a new entry in
the usage table.

After each routine of the user's source program has
been completely parsed, the table generator writes the set
of local tables for that routine to a permanent file to allow
access to the tables later by the diagnostic routines. After
all routines have been parsed, the global tables are written
on the file also. The information in the tables can also

be printed for user examination.

Diagnostic Routines

Each of the diagnostic routines of FACES is written
as a separate module and can be executed independently of
the other routines. Each routine, however, requires infor-

mation from some of the tables produced by the FORTRAN Front
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End. For example, the common block alignment routine needs
access to the storage allocation table which contains infor-
mation about the way in which all common blocks are set up.
It also must reference the symbol tables from each of the
routines to be analyzed. From the combined analysis of
both the tables, the routine can compare the structure of
common blocks declared in different routines.

The parameter alignment routine needs information
about the occurrence of parameter lists from the parameter
table and information about the type and length of each para-
meter from the symbol tables. By analyzing the tables, the
routine can make comparisons between actual parameter lists
and formal parameter lists to insure that type and length
match appropriately.

The variable initialization routine finds all
occurrences of variables used in a way that assumes the
variable has a value (such as input to an assignment state-
ment). This information is obtained from analysis of the
usage table and the symbol table. Then the routine traces
a backward path (using the graph of the program which can
be derived from the node table, successor table, and pre-
decessor table) from each of the noted variable occurrences
to insure that the variable is initialized somewhere before
its use.

The variable trace routine uses a procedure similar
to the variable initialization routine. The routine takes

a certain variable in a specific statement and traces either
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its history or future to find variables that have affected
its value or variables whose value will be affected by the
certain variable in question. (See previous section.)

Here again information from the node table, successor table,
and predecessor table is used to trace the logical flow of

the program.

The entire structure of FACES has been designed in
a modular fashion to allow as much flexibility as possible.
The FORTRAN Front End has been written as a completely
separate entity to allow its use as a general purpose data
base collector. The data base formed from it could be used
for a variety of purposes (to be described in the next
section) other than the diagnostic routines that have been
implemented. The FORTRAN Front End has been written in three
basic modules--the scanner, parser, and table generator--
to fascillitate redesign when necessary. For example, recog-
nition of a new statement type could be added to the parser
with no change being made to the scanner. Each of the diag-
nostic routines has also been designed as a separate entity

to allow the user to execute only the ones needed by him.

PROBLEMS WITH FACES

The major problems with FACES lie more in what it
does not do than in what it does do. As the system currently
exists, only four diagnostic routines are available. These

four routines may be very helpful to a programmer but they



do not begin to cover all the possibilities for program ana-
lysis. No dynamic analysis has been implemented, and the
data base collected by the FORTRAN Front End has not been
used to the fullest extent. We shall not dwell here though
on those features not included in the system. The next
section will discuss possibilities for extensions to FACES
that could solve this basic problem of limited scope.

Another problem with the FACES system is the large
amount of memory it uses. Thié problem arises from the large
tables used to store the data base for the source program.
The tables have been designed with tightly packed fields
in an attempt to use a minimum amount of space, but the amount
of information to be stored is wvast in scope. There are two
possible solutions to this problem, neither of which seems
desirable for the purposes for which the system was intended.
One solution would be to decrease the amount of information
stored and to choose a subset of functions of the entire
system to be implemented. This of course would limit the
system's ability to serve as a general-purpose data base
collector. Another solution would be to limit the size of
the programs that could be analyzed by FACES. The table
sizes could then be decreased because of the decreased upper
limit of information to be stored. This solution, however,
does not seem desirable since large programs are often in
need of automatic analysis more than =small ocnes. Thus it
seems that the large amount of memory used will remain a

problem of FACES.
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Another problem of the system is that the diagnostic
routines require a large amount of auxilary storage input-
output when analyzing the tables. This problem stems mostly
from the basic organization 6f the tables. Since each routine
has its own set of local tables, a diagnostic routine which
performs analysis on a global level (such as the common block
alignment routine) must read a local table from one module,
use it as needed, and then read the same local table from
a different routine into the same space. This problem could
be solved only be reserving a large enough space in memory
to hold all local tables. As can be seen from the preceding
paragraph, the space problem is already critical in the FACES
system; thus a solution to the file input-output problem
seems unlikely.

The FACES system, like most large software systems,
has problems in its design. The th;ee largest problems of
FACES seem to be its present limited scope, the large amount
of core space it uses, and the large amount of file input-
output it requires. The first problem has many possible
solutions to be discussed in the next section. The other
problems, although somewhat undesirable, do not seem to be

serious hinderances to the system's usefulness.

POSSIBLE EXTENSIONS TGO FACES

The FACES system could be extended to a great degree

by making additions to the already existing diagnostic routines.
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These additions should require no changes toc the FORTRAN
Front End. Since the diagnostic routines are written as
separate modules, the changes should require only a small
amount of effort.

An obvious improvement to the system would be to
extend the variable trace to the global level. This would
mean a programmer could trace the history or future of a
variable not only within subprogram boundaries but over the
entire range of a program. This would be a much more effec-
tive means of tracing value errors in large programs with
many subprograms, since it often happens that a mistake in
one subprogram affects other subprograms also.

A similar improvement would be to extend the variable
initialization routine to the global level. This would
enable the programmer to verify that all variables in the
program are initialized at some point. The extension would
involve a considerable amount of change in the present local-
oriented diagnostic routine since all variables in common
and in parameter lists would have to be traced. The new
global-oriented routine would, however, eliminate all guess-
work in verifying variable initialization.

Another diagnostic routine that could be added to
the present system is a static path trace. With this routine,
a programmer could find all possible paths leading to a
certain point in a program or all possible paths stemming
from a certain point in a program. The routine would act in

a way similar to the variable trace, but would give the
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programmer a list of statement numbers (for each path)
rather than a set of variables. The routine could be designed
for use on a local or global level.

Three minor additions could be made to the FACES sys-
tem that might prove useful to programmers. Routines could
be added to list all user undefined functions and subroutines,
statement numbers never referenced, and segments of unreach-
able code. The list of undefined functions and subroutines
would help the user verify that he has included all neces-
sary subprograms. Statement numbers that are defined but
never referenced are not illegal in FORTRAN but may often
indicate unintentional programming slips. Sections of un-
reachable code (segments of code to which there is no pos-
sible path) are also often indications of errors or garbage
left from previous versions of the program. These three
possible additions to FACES are relatively minor features
that some compilers already include. However, these additions
could be made to FACES with very little effort and would
prove helpful in installations where the compiler does not
include all three features.

Another possibility for improving the usefulness of
FACES would;be to design a routine that could answer general
information-retrieval questions. The routine might be
equipped to answer gquestions such as:

1. In what statements does variable A appear?

2. From which subprograms and where in those

subprograms is function F called?



3. In which subprograms does common block Cl appear?
The list could go on. With this facility, a programmer could
find out details about his program without tracing through
the code. This feature would be particularly applicable to
use on an interactive system.

Questions such as those listed above might also be
useful for documentation purposes. A documentation routine
could be added to FACES that would extract from the data
base information such as common block structure, variable
usage, and subroutine structure. The information could be
printed in a report-like form to serve as a supplement to
the programmer's documentation.

Another possibility for an additional diagnostic
routine is to perform checks on array subscript ranges to
insure that references to the array do not exceed the limits
of the declared dimensions. A preliminary investigation of
the problem has already been done to check ranges on array
references whose subscripts are constant integers. For ex-
ample, in the statement

ARRAY (20) = 0
the routine would check to see if 20 is less than or equal
to the declared dimension of ARRAY. The real problem arises
though when array subscripts have variable values. The
investigation of this problem in fact would be of much more
value to program analysis since most array subscripts do at
some time have variable values. The solution to this prob-

lem would have to involve some type of interval arithmetic
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in which all possible values of the variable subscript are
traced to verify that they fall within a certain range.

The information for this type of analysis is available in
the data base, but the construction of a diagnostic routine
to perform the analysis would involve a considerable amount
of effort.

The previously mentioned suggestions for extensions
to FACES have been those that would involve additions and
alterations to the diagnostic routines only. In other words,
the information is already available in the data base collect-
ed by the FORTRAN Front End, but routines are needed to
organize and extract the information appropriate to the
specific purpose.

The FACES system could be expanded even further if
additions were made to the FORTRAN Front End. Since the
Front End already scans and parses the FORTRAN code, these
additions would not have to be major overhauls but could
hopefully be added in a modular fashion to the present
Front End system. The following paragraphs will describe
the possibilities for such extensions.

At present, the FACES system does not recognize
FORTRAN FORMAT statements. The addition of FORMAT processing
routines to the Front End could provide the basis for further
expansion of the diagnostic routines to include analysis of
input and output. A useful feature might be to compare
input/output lists with their corresponding FORMAT statements

on

e

to insure that each I/0 item has a reasonable I/0 specificat
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in the FORMAT statement. For instance, the routine could
check to see that an integer variable is output with an
integer FORMAT specification. This feature would be espec-
ially helpful in preventing input errors that can cause the
failure of an entire program. .

Another possible extension to FACES would be to in-
corporate into the system the ability to statically estimate
memory size and execution time requirements--that is, to
analyze a FORTRAN program before it is executed to estimate
the amount of memory space and execution time it will require.
Of course this feature would require knowledge of the par-
ticular computer on which the program would be run. In-
formation about the way in which each FORTRAN statement is
implemented in machine language would also be necessary.
From this information and that already collected by the
FORTRAN Front End, reasonable estimates could be made about
size and time requirements. This might help the programmer
decide if he needs to overlay part of a program or optimize
code to cut down on time requirements. The feature could
be especially helpful to programmers writing programs for
computers to which they do not have immediate access.

Dynamic analysis is another feature that could be
added to the FACES system. At present, the FORTRAN source
code is only analyzed statically, but several dynamic ana-
lysis methods could be added without great trouble. A
dynamic variable trace is one possibility that is often

found useful, but many compilers already include this fea-
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ture. A dynamic trace of path execution might be a helpful
addition also. The frequency of execution of each path in
the program could be monitored to help the programmer find
those areas of the program that use most of the execution
time. This information would be helpful in program optimi-
zation. The dynamic path trace feature would also be help-
ful in testing the program to show the programmer areas of
code that have never been executed., The programmer could
then devise data that would cause those sections to be exe-
cuted.

A final suggestion for the expansion of FACES is to
include a method of test data generation. The most ideal
solution would be to automatically generate test data cases
that together would cause execution of all branches in the
program being tested. This procedure would involve two
basic steps: |

1. Determine a minimum set of program paths that

would cause execution of all branches in the
program.

2. Generate test data sets that would cause execu-

tion of each of those paths determined by 1.
The first step could be done by a method similar to that
described by Krause and Smith [7]. (See chapter 2 for
explanation of their method.) The automatic generation of
test data sets would require a considerable amount of addi-
tional effort. An interval arithmetic processor would have

to be employed to trace variable values back to their input
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points. The advantages of this feature would probably be
well worth the effort, though, since program testing time
would be greatly reduced.

It can be seen that FACES has many possibilities
for useful extensions to its present set of tasks. The broad-
ranged data base collected by the FORTRAN Front End provides
the information to allow these extensions to become practical
possibilities. Although FACES is somewhat limited without
these extensions, the addition of these features could make

it a truly general-purpose FORTRAN analyzer.

CONCLUSION

The FORTRAN Automatic Code Evaluation System has
been described with attention given to its purposes, the tasks
it has accomplished, methods used in the system, problems
in its design, and possible extensions to its present abili-
ties. The system was designed to be used in validation of
large FORTRAN programs but provides a data base that can be
used for other purposes. At present the system has four diag-
nostic routines that may help a programmer find and correct
errors in a program. The FACES system has>several problems
in its design, the major one being that it does not at present
contain the wide variety of features which can be derived
from the data base. Suggestions for extensions have been
made which would enable FACES to aid in not only program
validation but also in documentation, maintenance, performance

evaluation, optimization, and structural and timing analysis.



IV. EXAMPLE OUTPUT FROM THE FORTRAN AUTOMATIC

CODE EVALUATION SYSTEM

The FORTRAN Automatic Code Evaluation System at
present has four diagnostic routines which extract information
about a user's program from the tables produced by the FORTRAN
Front End. (As mentioned in previous chapters, the FORTRAN
Front End scans and parses the user's FORTRAN code and builds
tables of information about the program which are stored on
file for later reference by the diagnostic routines.) The
four presently available diagnostic routines are the following:

1. Common block alignment routine

2. Parameter alignment routine

3. Variable initialization routine

4. Variable trace routine
Example output from each routine will be discussed in this
chapter.

For the purpose of obtaining illustrative examples,

a set of three FORTRAN routines has been designed which have
troublesome constructs that can be detected by the diagnostic
routines. (These routines appear in Figure 4.) The FORTRAN
Front End was used to analyze these routines and build tables
of information. Each of the diagnostic routines was then
executed to extract the appropriate information from the
tables. (See Appendix for a listing of the tables produced

by the FORTRAN Front End in this example.)
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RESULTS OF COMMON BLOCK ALIGNMENT ROUTINE

The output from the common block alignment routine
appears in Figure 5. The purpose of this routine is to check
the alignment of each common block declaration to insure that
each declaration of a specific common block is the same length,
that corresponding elements within the declarations are of
the same type, and that corresponding elements within the
declarations have the same name (if the user so chooses).

A separate listing appears for each common block in
the program being analyzed. The module number is listed
for each routine in which the common block appears. If an
error appears in the common block declaration of a specific
module, the type of error found is printed beside the module
number. (Errors are derived by comparing each common block
declaration with a "standard" common block. The "standard"
is chosen by analyzing the first three declarations of a
common block that are encountered. If two out of the three
match exactly, then the declaration for the matching common
blocks is chosen to be the standard.)

Three types of errors, called "size", "name", and
"type" can appear. In the results of the alignment check
for common block BLOCKl (see Figure 5), a "type" error appears
in module 303. By looking at the example routines, one can
see that in function FUNCT1, the sixth variable of BLOCK1
is called EPSILON (floating point variable), whereas the

corresponding variable in the standard BLOCKl is called
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IOTA (an integer variable). Thus a "type" error exists.
(If both variables had been of the same type but had different
names, a "name" error would have appeared.)

In the results of the alignment test for common block
BLOCK2, a "size" error appears in module 202. From the exam-
ple routines, one can see that in the declaration for BLOCK2
in subroutine SUB2, VAR2 has been left off the end. This
indicates a "size" error since the common blocks are not the
same length. A "size" error would also appear if the common
blocks were the same iength but arrays within the block were
of differing lengths.

In the results of the alignment test for common block
BLOCK3, a "name" error appears in module 303. This results
from the spelling of "MATRX" in the declaration of BLOCK3 in
function FUNCT1l. In the other modules the variable is called
"MATRIX". (The name check is an optional feature of the common
block alignment routine, since some programmers do not intend
for common block elements in different routines to have the

same names.)

RESULTS OF PARAMETER ALIGNMENT ROUTINE

The results of the parameter alignment routine are
shown in Figure 6. The purpose of this routine is to check
the parameter lists of calls to all subroutine and functions
to insure that the actual parameter lists are the same size

as the formal parameter list and to insure that each actual
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parameter is of the same type as its corresponding formal
parameter,

In the results of this example test, three errors
appear. The first message indicates that there are too many
parameters in a call to subroutine SUB2 from subroutine
TEST1. One can see that in line 15 of TEST1l, the call to
SUB2 has three parameters. The formal parameter list,
however, only has two parameters. A similar message would be
printed if the formal parameter list had more parameters
than the actual parameter list.

The second message warns that the array "LWORDS",
in a call to subroutine SUB2 from subroutine TEST1, differs
in dimensions from its corresponding formal parameter. In
the formal parameter list for SUB2, the second parameter
"JARRAY" is a linear array of length 10. The actual parameter
"LWORDS" in line 17 of TEST1 is a linear array of length 12.
This does not constitute a FORTRAN error, but may be an
unintentional slip by the programmer. The message serves as
a warning rather than an error.

The third parameter alignment message warns that the
second parameter in a call to function FUNCT1l from subroutine
SUB2 is not the same type as its corresponding formal para-
meter. The actual parameter "O0" in line 12 of SUB2 is an
integer constant, whereas the corresponding formal parameter

"X2" is a floating point variable.



RESULTS OF VARIABLE INITIALIZATION ROUTINE

The variable initialization routine checks the ini-
tialization of variables on a modular level. That is, for
each module requested by the user, the variable initializa-
tion routine will check all variables in that routine to see
if the variables are properly initialized within the bounds of
that specific routine. Variables which appear as formal
parameters or as common block elements are assumed to be
initialized.

Two types of messages may appear. One message indi-
cates that a variable is never initialized; that is, the
variable is used in the routine but is never assigned a value.
The second type of message indicates that a variable may be
referenced before being initialized. This message is caused
by two situations--one, when the variable appears as an
actual parameter without being initialized, and second, when
a path exists through the routine in which the variable may
be referenced before being assigned a value. In the first
case, it is not known whether the variable is being used as
an input or output parameter; thus the message is meant as
a warning to the programmer to make sure the parameter is
being used as an output parameter. In the second case, the
variable is given a value somewhere within the routine, but
a possible path exists through the program in which the varia-
ble would be used before being assigned the value.

The results of the variable initialization check
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appear in Figure 7. For module TEST1, four messages appear.
The first message indicates that variable "ZETA" is never
initialized. One can see that in line 14 of TEST1, "ZETA"
is used as input to an assignment statement. However, it is
never assigned a value. The other three nessages produced
for subroutine TEST1 warn that variables "I", "LWORDS",

and "KWORDS" may be referenced before being initialized.
Since the variables are used as actual parameters to subrou-
tine SUB2, it is not known whether they should have been
assigned a value previous to being used as parameters.

A single message is produced for module FUNCT]1
warning that variable 'YTEMP" may be referenced before being
initialized. This message is generated even though WTEMP" is
assigned a value in line 13, since a path exists from line
10 to line 20 in which "FTEMP" is referenced without being

assigned a value.

RESULTS OF VARIABLE TRACE ROUTINE

The variable trace routine is used to trace the his-
tory (backward trace) or future (forward trace) of a varia-
ble at a particular point in a routine. In the examples
listed in Figure 8, a backward trace is shown for variable
"PARAM1" in subroutine SUB2 and for variable "TEMP" in func-
tion FUNCT1l. In the backward trace, all variables that could
have possibly affected the value of the variable prior to the

execution of a particular node are listed. A forward trace
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is shown for variable "GAMMA" beginning at line 7 in function
FUNCT1. All variables that may be affected by that variable

after execution of line 7 are listed.

These examples have served merely as an illustration
of the types of messages that the diagnostic routines can
produce. Although the errors at times seem obvious in these
three small rdutines, it can be seen that the output from
FACES may prove to be very helpful in analyzing large programs
in which dangerous constructs can be camouflaged in pages of

FORTRAN code.
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V. CONCLUSION

The complexity of large software systems has brought
about the need for some type of automatic program analysis.
The ocut~dated method of searching through pages of code
trying to find errors, verify program correctness, document
programs, and modify existing programs is no longer effective.
Automatic program analysis seems to be a plausible alterna-
tive to aid in this process.

Automatic program analysis can help a programmer in
several ways, such as program validation, structural and
timing analysis, documentation, performance evaluation, and
maintenance. An automatic aid can be useful to these pur-
poses by extracting and displaying constructs in a program
that might not be obvious to the human observer. Both
dynamic and static methods of analysis can be used, depend-
ing on the particular analysis function.

The problem of automatic program analysis can be
approached in two ways. One way is to develop specific
analysis programs that perform a limited service for the
programmer. A second approach is to develop a general pur-
pose analysis system to provide a variety of services at the
option of the user. The specific analysis programs have the
advantage that they can be easily written and can be executed
with a small amount of time and memory requirements. If a
programmer has a limited need for a particular service, the

limited analysis system can be used with little trouble.
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The disadvantage of a limited system is that a programmer
who needs a wide variety of analysis functions must learn
how to use many different systems and use each one Sseparately.

A general purpose analysis system can offer a variety
of services to a user in one package. The system is likely
to be bulky (in terms of nemory and time requirements), but
its total size and time requirements will likely be less than
the sum of all the specific analysis systems that would be
needed to perform all of the services of the general purpose
analyzer. The general purpose analyzer is built around a
data base which contains a large amount of information about
the program being analyzed. The data base need only be
collected once, though, and can be referenced for a wide
variety of purposes.

Some previous work has been done in the area of
automatic program analysis. Most of it, however, has been
directed toward program validation, particularly in the area
of automatic aid to testing programs. Most of the previous
work that has been done has made use of dynamic analysis for
a specific function.

A FORTRAN Automatic Code Evaluation System has been
developed which involves static analysis of programs through
the collection of a large data base. FACES is designed to
provide a broad scope of analysis functions using both static
and dynamic methods, building on the idea of providing one
general purpose package to aid in Program analysis.

Automatic program analyzers at present are still in
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the early stages of development and experimentation. One

of the major problems in developing them lies in defining
goals, because there are no set rules or patterns that make

a program "correct". In other words, we are not always sure
what to analyze, much less how to do it automatically. Be-
cause the human environment in which programs are run is
always subject to an infinite supply of data, many of the
questions which we wish to ask about a program become open-
ended. We find that we can only begin to insure a program's
correctness under a given, and of course limited, situation.
Once a clear set of goals is established, more progress can
be made, even though we are still faced with the problem of
discovering methods of satisfying the specifications. The
author hopes that this thesis has served to organize some

of the basic goals with which one might begin to dewelop an
automatic aid to program evaluation, documentation, and main-
tenance and to discuss some of the methods by which the gcals

may be reached.
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Tables Produced by FORTRAN Front End
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